1. Уровни архитектуры Android

1. Linux Kernel – ядро Linux, управляющее аппаратным обеспечением (память, процессы, сети).
2. Hardware Abstraction Layer (HAL) – интерфейс между драйверами оборудования и Android.
3. Native Libraries & Android Runtime – обеспечивает доступ к важным библиотекам (например, для графики, баз данных). Android Runtime (ART) отвечает за выполнение приложений.
4. Application Framework – инструменты для взаимодействия с функциональностью устройства.
5. Applications – пользовательские приложения (например, мессенджеры, игры).

Пример: простой код, взаимодействующий с уровнем *Application Framework* (например, получение данных о батарее через BatteryManager):

import android.content.Context;

import android.os.BatteryManager;

public class BatteryInfo {

public static int getBatteryPercentage(Context context) {

BatteryManager batteryManager = (BatteryManager) context.getSystemService(Context.BATTERY\_SERVICE);

return batteryManager != null ? batteryManager.getIntProperty(BatteryManager.BATTERY\_PROPERTY\_CAPACITY) : -1;

}

}

2. Архитектура приложения, основные компоненты

1. Activity – экран приложения.
2. Service – выполнение фоновых задач.
3. Broadcast Receiver – реагирует на системные или пользовательские события.
4. Content Provider – предоставляет доступ к данным между приложениями.

Пример кода:

// Activity

public class MainActivity extends AppCompatActivity {

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

}

}

// Service

public class MyService extends Service {

@Override

public int onStartCommand(Intent intent, int flags, int startId) {

// Фоновая задача

return START\_STICKY;

}

@Override

public IBinder onBind(Intent intent) {

return null;

}

}

// Broadcast Receiver

public class MyReceiver extends BroadcastReceiver {

@Override

public void onReceive(Context context, Intent intent) {

// Реакция на событие

}

}

// Content Provider

public class MyContentProvider extends ContentProvider {

@Override

public boolean onCreate() {

return true;

}

@Override

public Cursor query(Uri uri, String[] projection, String selection, String[] selectionArgs, String sortOrder) {

return null;

}

// Другие методы (insert, delete, update)

}

3. Манифест приложения

Манифест – это файл AndroidManifest.xml, который описывает ключевые характеристики приложения.

Структура манифеста:

1. <manifest>: корневой элемент.
2. <application>: описание приложения.
3. <activity>, <service>, <receiver>, <provider>: компоненты приложения.
4. <uses-permission>: разрешения.
5. <uses-sdk>: минимальная и целевая версии SDK.

Пример манифеста:

<manifest xmlns:android="http://schemas.android.com/apk/res/android"

package="com.example.myapp">

<!-- Разрешения -->

<uses-permission android:name="android.permission.INTERNET" />

<uses-permission android:name="android.permission.ACCESS\_NETWORK\_STATE" />

<!-- Минимальная и целевая версия SDK -->

<uses-sdk

android:minSdkVersion="21"

android:targetSdkVersion="33" />

<application

android:allowBackup="true"

android:label="@string/app\_name"

android:theme="@style/Theme.MyApp">

<!-- Активность -->

<activity android:name=".MainActivity">

4. Ресурсы приложения

Ресурсы приложения – это внешние данные, используемые приложением (строки, изображения, стили, макеты и т.д.). Хранятся в папке res.

Типы ресурсов:

1. Строки (res/values/strings.xml)
2. Цвета (res/values/colors.xml)
3. Макеты (res/layout/)
4. Изображения (res/drawable/)
5. Стили (res/values/styles.xml)

Пример ресурсов: res/values/strings.xml

<resources>

<string name="app\_name">MyApp</string>

<string name="welcome\_message">Добро пожаловать!</string>

</resources>

res/values/colors.xml

xml
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<resources>

<color name="primary\_color">#6200EE</color>

5. Активность (Activity). Жизненный цикл активности

Жизненный цикл активности:

1. onCreate() – создание активности.
2. onStart() – активность становится видимой.
3. onResume() – активность на переднем плане.
4. onPause() – активность уходит на задний план.
5. onStop() – активность скрыта.
6. onDestroy() – активность уничтожена.

Пример кода:

public class MainActivity extends AppCompatActivity {

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

Log.d("Lifecycle", "onCreate");

}

@Override

protected void onStart() {

super.onStart();

Log.d("Lifecycle", "onStart");

}

@Override

protected void onResume() {

super.onResume();

Log.d("Lifecycle", "onResume");

}

6. Службы (Сервисы). Жизненный цикл. Способы запуска. Методы.

Жизненный цикл службы:

1. onCreate() – создание службы.
2. onStartCommand() – запуск службы.
3. onBind() – связь с компонентом (только для привязанных служб).
4. onDestroy() – завершение службы.

Способы запуска:

1. Start Service – через метод startService().
2. Bind Service – через метод bindService().

Пример кода:

public class MyService extends Service {

@Override

public void onCreate() {

super.onCreate();

Log.d("Service", "onCreate");

}

@Override

public int onStartCommand(Intent intent, int flags, int startId) {

Log.d("Service", "onStartCommand");

return START\_STICKY;

}

7. Android. Контент-провайдеры

Контент-провайдеры предоставляют доступ к данным между приложениями. Основные методы:

1. query() – получение данных.
2. insert() – добавление данных.
3. update() – обновление данных.
4. delete() – удаление данных.

Пример реализации контент-провайдера:

public class MyContentProvider extends ContentProvider {

private static final String AUTHORITY = "com.example.myprovider";

private static final Uri CONTENT\_URI = Uri.parse("content://" + AUTHORITY + "/data");

@Override

public boolean onCreate() {

return true;

}

@Override

public Cursor query(Uri uri, String[] projection, String selection, String[] selectionArgs, String sortOrder) {

// Логика получения данных

return null;

}

8. Приемники широковещательных сообщений (Broadcast Receivers)

Приемники (Broadcast Receivers) реагируют на широковещательные сообщения от системы или приложений.

Пример статического приемника:  
AndroidManifest.xml

<receiver android:name=".MyBroadcastReceiver">

<intent-filter>

<action android:name="android.intent.action.BOOT\_COMPLETED" />

</intent-filter>

</receiver>

MyBroadcastReceiver.java

java
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public class MyBroadcastReceiver extends BroadcastReceiver {

@Override

public void onReceive(Context context, Intent intent) {

Log.d("BroadcastReceiver", "Сообщение получено: " + intent.getAction());

}

}

Пример динамического приемника:

BroadcastReceiver receiver = new BroadcastReceiver() {

@Override

public void onReceive(Context context, Intent intent) {

Log.d("BroadcastReceiver", "Динамическое сообщение: " + intent.getAction());

}

};

IntentFilter filter = new IntentFilter("com.example.MY\_ACTION");

registerReceiver(receiver, filter);

9. Фрагменты. Жизненный цикл фрагмента

Жизненный цикл фрагмента:

1. onAttach() – фрагмент прикрепляется к активности.
2. onCreate() – инициализация фрагмента.
3. onCreateView() – создание представления фрагмента.
4. onViewCreated() – завершение создания представления.
5. onStart() – фрагмент становится видимым.
6. onResume() – фрагмент на переднем плане.
7. onPause() – фрагмент уходит с переднего плана.
8. onStop() – фрагмент скрыт.
9. onDestroyView() – уничтожение представления.
10. onDestroy() – освобождение ресурсов.
11. onDetach() – фрагмент отсоединяется от активности.

Пример кода:

public class MyFragment extends Fragment {

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

Log.d("FragmentLifecycle", "onCreate");

}

@Override

public View onCreateView(LayoutInflater inflater, ViewGroup container, Bundle savedInstanceState) {

Log.d("FragmentLifecycle", "onCreateView");

return inflater.inflate(R.layout.fragment\_my, container, false);

}

10. Статическое и динамическое использование фрагментов

Статическое использование фрагментов:  
Фрагмент указывается в XML-разметке активности:

<FrameLayout

android:id="@+id/fragment\_container"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent" />

<fragment

android:id="@+id/static\_fragment"

android:name="com.example.MyFragment"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content" />

Динамическое использование фрагментов:  
Фрагменты добавляются или заменяются программно во время выполнения:

FragmentManager fragmentManager = getSupportFragmentManager();

FragmentTransaction transaction = fragmentManager.beginTransaction();

MyFragment myFragment = new MyFragment();

transaction.add(R.id.fragment\_container, myFragment);

transaction.commit();

11. Списки и адаптеры. Разновидности стандартых адаптеров.  
Списки в Android чаще всего отображаются с использованием ListView или RecyclerView, а для их заполнения используются адаптеры.

Пример использования ArrayAdapter:

ListView listView = findViewById(R.id.list\_view);

String[] data = {"Элемент 1", "Элемент 2", "Элемент 3"};

ArrayAdapter<String> adapter = new ArrayAdapter<>(this, android.R.layout.simple\_list\_item\_1, data);

listView.setAdapter(adapter);

Разновидности стандартных адаптеров:

1. ArrayAdapter – для работы с массивами данных.
2. SimpleAdapter – для отображения данных в формате List<Map<String, Object>>.
3. CursorAdapter – для работы с данными из базы данных (SQLite).

12. Кастомные адаптеры для списков.

Кастомные адаптеры используются, когда стандартные адаптеры не подходят для отображения сложных элементов списка с кастомной разметкой.

Пример создания кастомного адаптера:

public class CustomAdapter extends ArrayAdapter<Item> {

public CustomAdapter(Context context, List<Item> items) {

super(context, 0, items);

}

@Override

public View getView(int position, View convertView, ViewGroup parent) {

return convertView;

}

}

13. Пользовательские компоненты ( custom views ) и составные (compound\composite component).

public class CustomCircleView extends View {

public CustomCircleView(Context context) {

super(context);

}

@Override

protected void onDraw(Canvas canvas) {

super.onDraw(canvas);

Paint paint = new Paint();

paint.setColor(Color.RED);

canvas.drawCircle(getWidth() / 2, getHeight() / 2, 100, paint);

}

}

Cоздание пользовательского составного элемента на основе Layout класса:

public class CustomCompoundView extends LinearLayout {

public CustomCompoundView(Context context, AttributeSet attrs)

} }

<com.example.CustomCompoundView

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

app:layout\_constraintTop\_toTopOf="parent"

app:layout\_constraintStart\_toStartOf="parent" />

15. Многопоточность. Использование Thread + Handler

Многопоточность в Android часто применяется для выполнения задач, которые могут заблокировать основной поток (UI). Комбинация Thread и Handler позволяет выполнять фоновые операции и возвращать результаты в основной поток.

Пример использования Thread + Handler:

1. Создание Handler в главном потоке:

Handler handler = new Handler(Looper.getMainLooper()) {

@Override

public void handleMessage(@NonNull Message msg) {

// Обработка результата на UI

String result = (String) msg.obj;

TextView textView = findViewById(R.id.textView);

textView.setText(result);

}

};

1. Запуск фонового потока:

new Thread(() -> {

// Выполнение фоновой задачи

String result = performBackgroundTask();

// Отправка результата обратно через Handler

Message message = handler.obtainMessage();

message.obj = result;

handler.sendMessage(message);

}).start();

16. Многопоточность. Использование AsyncTask

AsyncTask – устаревший инструмент для работы с многопоточностью в Android (с Android 11 использовать его не рекомендуется). Однако, он позволяет выполнять фоновые операции и обновлять интерфейс без явного управления потоками.

### Пример использования AsyncTask:

1. **Класс** MyAsyncTask**:**

private class MyAsyncTask extends AsyncTask<Void, Integer, String> {

protected String doInBackground // Фоновая задача

protected void onProgressUpdate// Обновление UI во время выполнения задачи

protected void onPostExecute // Выполняется после завершения фоновой задач

new MyAsyncTask().execute(); // Запуск AsyncTask

* onPreExecute() – выполняется в основном потоке перед началом работы.
* doInBackground() – выполняется в фоновом потоке.
* onProgressUpdate() – обновляет интерфейс (вызов publishProgress()).
* onPostExecute() – обновляет интерфейс по завершении работы.

17. Хранение данных. Preferences.

**Preferences** – это способ хранения простых данных (например, настроек пользователя) в виде ключ-значение. В Android для этого используется SharedPreferences.

### Пример работы с SharedPreferences:

1. **Сохранение данных:**

SharedPreferences sharedPreferences = getSharedPreferences("MyPrefs", MODE\_PRIVATE);

SharedPreferences.Editor editor = sharedPreferences.edit();

editor.putString("username", "JohnDoe");

editor.putInt("age", 25);

editor.apply(); // Сохраняет изменения асинхронно

### Области использования:

* **MODE\_PRIVATE**: Данные доступны только текущему приложению.
* **MODE\_MULTI\_PROCESS** (устарело): Для доступа из нескольких процессов.
* **apply()** – сохраняет данные асинхронно (рекомендуется).
* **commit()** – сохраняет данные синхронно (используется реже).

SharedPreferences идеально подходят для хранения настроек, состояния приложения или другой простой информации.

18. Хранение данных. Файлы.

**Хранение данных в файлах** в Android позволяет сохранять данные в виде текстовых или бинарных файлов. Файлы могут быть сохранены во внутреннем или внешнем хранилище.

### **Запись данных в файл (внутреннее хранилище):**

String filename = "example.txt";

String fileContents = "Привет, мир!";

try (FileOutputStream fos = openFileOutput(filename, MODE\_PRIVATE)) {

fos.write(fileContents.getBytes());

} catch (IOException e) {

e.printStackTrace();

}

boolean deleted = deleteFile("example.txt"); if (deleted) { Log.d("File", "Файл успешно удалён."); }

### **Расположение файлов:**

* **Внутреннее хранилище:**  
  /data/data/<package\_name>/files
* **Внешнее хранилище (папка приложения):**  
  /storage/emulated/0/Android/data/<package\_name>/files

19. Хранение данных. SQLite.

SQLite — это встроенная реляционная база данных, часто используемая для хранения данных в мобильных и десктопных приложениях.

public class DBHelper extends SQLiteOpenHelper {

public DBHelper(Context context) {

super(context, "myDatabase", null, 1);

}

@Override

public void onCreate(SQLiteDatabase db) {

db.execSQL("CREATE TABLE users (id INTEGER PRIMARY KEY, name TEXT)");

}

@Override

public void onUpgrade(SQLiteDatabase db, int oldVersion, int newVersion) {

db.execSQL("DROP TABLE IF EXISTS users");

onCreate(db);

}

}

// Вставка данных

DBHelper dbHelper = new DBHelper(context);

SQLiteDatabase db = dbHelper.getWritableDatabase();

ContentValues values = new ContentValues();

values.put("name", "John");

db.insert("users", null, values);

db.close();

20. Классы SQLiteDatabase и SQLiteOpenHelper

SQLiteDatabase — интерфейс для работы с базой данных SQLite (выполнение запросов: INSERT, SELECT, UPDATE, DELETE).

SQLiteOpenHelper — вспомогательный класс для управления созданием и обновлением базы данных.

import android.content.Context;

import android.database.sqlite.SQLiteDatabase;

import android.database.sqlite.SQLiteOpenHelper;

public class MyDatabaseHelper extends SQLiteOpenHelper

// Использование

MyDatabaseHelper dbHelper = new MyDatabaseHelper(context);

SQLiteDatabase db = dbHelper.getWritableDatabase();

db.execSQL("INSERT INTO users (name, age) VALUES ('Alice', 30);");

21. Базы данных. Использование класса Cursor

Cursor — класс для чтения данных из базы SQLite построчно.

Пример:

Cursor cursor = db.rawQuery("SELECT \* FROM users", null);

while (cursor.moveToNext()) {

int id = cursor.getInt(cursor.getColumnIndex("id"));

String name = cursor.getString(cursor.getColumnIndex("name"));

int age = cursor.getInt(cursor.getColumnIndex("age"));

System.out.println(id + ": " + name + ", " + age);

}

cursor.close();

22. ORM ( Object-relational mapping). Принцип работы. Преимущества и недостатки

ORM (Object-Relational Mapping)

ORM — это технология, которая позволяет работать с базой данных через объектно-ориентированный подход, вместо написания SQL-запросов.

Принцип работы:

Таблицы базы данных отображаются в виде классов.

Строки таблиц становятся объектами этих классов.

SQL-запросы автоматически формируются ORM-библиотекой, основываясь на операциях с объектами.

Преимущества:

Удобство: нет необходимости писать SQL-код вручную.

Поддержка кросс-платформенности: легко менять базы данных (например, SQLite на PostgreSQL).

Поддержание читаемости кода: работа с объектами вместо строк SQL.

Недостатки:

Снижение производительности: сложные запросы могут быть медленнее.

Ограниченность функциональности: не все возможности SQL доступны через ORM.

Порог вхождения: изучение самой ORM может занять время.

23. Описание и инициализация базы данных ORMLite или Room

Добавление зависимостей

Создание сущности (Entity)

Определение DAO (Data Access Object)

Создание базы данных (Database)

Инициализация базы данных

import android.content.Context;

import androidx.room.Room;

AppDatabase db = Room.databaseBuilder(context, AppDatabase.class, "database-name").build();

UserDao userDao = db.userDao();

24. Описание и инициализация базы данных в GreenDAO

Добавление зависимостей

Создание сущности (Entity)

Определение DAO (Data Access Object)

Создание базы данных (Database)

Инициализация базы данных

import org.greenrobot.greendao.database.Database;

DaoMaster.DevOpenHelper helper = new DaoMaster.DevOpenHelper(context, "users-db");

Database db = helper.getWritableDb();

DaoSession daoSession = new DaoMaster(db).newSession();

UserDao userDao = daoSession.getUserDao();

// Вставка данных

User user = new User();

user.setName("Alice");

user.setAge(30);

userDao.insert(user);

// Получение данных

List<User> users = userDao.loadAll();

25. Воспроизведение звука. MediaPlayer. Диаграмма состояний.

MediaPlayer проходит через несколько состояний в процессе воспроизведения звука или видео. Вот основные состояния:

1. Idle: Инициализация объекта.
2. Initialized: После вызова setDataSource().
3. Prepared: После вызова prepare() или prepareAsync().
4. Started: Воспроизведение началось после вызова start().
5. Paused: Воспроизведение приостановлено с помощью pause().
6. Stopped: Воспроизведение остановлено вызовом stop().
7. End: MediaPlayer больше нельзя использовать.

### **Пример работы с MediaPlayer:**

MediaPlayer mediaPlayer = MediaPlayer.create(context, R.raw.sample\_audio);

// Запуск воспроизведения

mediaPlayer.start();

// Приостановка

mediaPlayer.pause();

// Остановка

mediaPlayer.stop();

// Освобождение ресурсов

mediaPlayer.release();

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfsAAACeCAIAAAC6pzTYAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsQAAA7EAZUrDhsAAD6qSURBVHhe7Z0HdBRVF8dFsSCIIH5gRSmCiAVEBbEk9A6h995BehHp3QIiRUQgvfdKQhqkkN5DKqT3RnrPbuZ8/9m3rGGBkGSzySZ7f+eenM3M2yl33vu/e9+8nXmOIwiCIJQDUnyCIAhlgRSfIAhCWSDFJwiCUBZI8QmCIJQFUnyCIAhlgRSfIAhCWSDFJwiCUBZI8QmCIJQFUnyCIAhlgRSfIAhCWSDFJwiCUBZI8QmCIJQFUnyCIAhlgRSfIAhCWSDFJwiCUBZI8QmCIJQFUnyCIAhlgRSfIAhCWSDFJwiCUBZI8QmCIJQFUnyCIAhlgRSfIAhCWSDFJwiCUBZI8QmCIJQFUnyCIAhlgRSfIAhCWSDFJwiCUBZI8QmCIJQFUnyCIAhlgRSfIAhCWSDFJwiCUBZI8QmCIJQFUnyCIAhlgRSfIAhCWSDFJwiCUBZI8YmmUytCWCsUwISCmicZVqEAKyn+GvEQ5r1qYU2FoKqoqjS7vCClNDumMCUk775X1l3ntACbZC+9+84XIs2PBWtt97203OP0vFtH5t46LLGFbsfWe53dF3D193DDazF2Foke9qm+bpmh/rnREfkJCcUZGWV5+ZXFZTUVVYJqXCO6CgzUSLi9UlBdXF2WW1GQWppzvygtNC/OOzvCNT0IbjeOv/V3lOWJUJ1dfpdXef4m5fYFt4+uvfPHHv8rp8P0/o22Nkm4bZficzsj2Dc7KvxBfFxxelppbl5FUWk173a0AsVxOyk+8WxQZcuqKx5UFqMeh+fHe2SGWSV5asTa/xVhduau0a9hBqdCdY+HaB8J1jwc9IgdDdY6EaJzOlQfenT2rsnlKEujeFfHNP+A3Oj44oyc8gLIHJqEeDfKASQeKpNelgtN17xnD+fsD7y+1efCTJeDX1iuek1n4nPqPz7JVJh1ENnz6qrsA+zhKqnyvD2vofqB8bzR9tvXeP6x1/8Kuo2/Ikxtk73QqTyoLILeKU8HALdDf1Hl/HOi9eOcfws3OBikvtPvMrT7K+u1PfSmSbmujv3n9g4aDz/U63bYWwYzv7PbvMz99G7/f9AQ/rxrYpbodjc/Pq+isLymshXdTopPPAFUSog7JOlUqJ6ay4Ehlqs/MV820GxJP9OF7xrNflN/OoTpRc3RUrX8mdZBQ7WT9vjuelPQHj40nv+R6eJB5ks/tVgx3GbDFp8LFkkeiLMKKovROMXH0V5AcJ1TUeCeGQplH2K1epD5Mniyp/6MlzTH1PGPygsao7Ckk/a47rpT3jWc1ddkwcdmS7+wXPml1RqJDRPbWpHxnyWrhlquHmyx/CPTRVB5bLyL9sSXtcbiMsHtdfbyY1edSb2N5+JqfmaxYqbLAfXYG4nFGRU1VeJjbV/kVxYhvDgYqD7SdhPqMKoc6t4rWmPrOIR3+4uaY7Cwm+7kdwxnitzOO0fi2Ic+Z24Xf5ashaEODzBb3MdkPjbeVQduH4cNoruts5cfO2tPeM9oNorhGqEPvhBpFlmQWFJdLj7QlqJNKj56SDQhRCjotLPL85G6IpPyzYlyywxxSPWzTPIwiHe5GmPza5j+zwH/IudFNz7TZX9dQ16GqAf52slQHeRuenFO5onu9ik+tzKCfbIjQx/ch/Rklj9ALIZ0W6GSsuYF54UQG+lnTEGyW0YIktPdfv9AhevWVD7A0VDpyMRIaxwqLiSjm+6UN/SmIjL6n/70dw1nf2g8r6/J/H4mCyE3H5stHmS2BDW7v+kiNJ4+xvN7G819y0DtTb3pb+hNg5a9rju5i87EV7XHMz0SNYxHYiVsfJbLQSQE9im+QXn30kpz0AMJagW1XNu4CjhO1JmCypK7+QlI9lHN3jaYKTk7hIcdNUfDk+g1RZ2fGpz2tfW6H+x++vHGFjkZ9A4S1ttozpt60+D/ztrjX9JikiT2PFRvws3dUH/U/9TSHFT7tljnBbXCoqqy2MKUm2n+x4K1Uf3quh3nCFlH3UMl/J/+jH4mCyDWP96Qo9u/t9s8xHIVWgeCJNTqLtoTUOdxGHUrPC7NhUhzRANJJZllNRXydnubUfwaYU1hVSnEHZp+Jtxob8C/W3zOr/L8bZzDTogLwiKJBx81STqmCkMVZx9YdiYlNBKDDCECVbXfusT95Gbvv5CXnQ7TQ0eCmpRfWVwtrBEfU1umuKrMNzsSIfxW34vTnH5BbCI5fXgJ4o4K+o7hLJGUL4AkfWqxHM3jW9uNUnW6yYac9xubdQhgWeoAh79vNBeRKXqUjpqjRFdHfC2QAaDb3h94Db0yImVF9j+yE4QgyN9/Drg6x/UwOsWHLh0FkX3bcCbCwP6mCyG+zejJJhiUaJj1GkSyuLhICLrrTRVlbLzPO6irovtBtT8XYRpVkNQmpB9HiIbpmOa/L+DqYrcT8PNDt6uiZ+1loIZq3N9k4WDz5cNt1ku5ooXtK+t1n5gvRYVHmoVuAA0NWsSOFonCmjt/nAzVDcyNKa2pEJ9bc6PQig+VzyjLc0z1W3D7GD+eYDi7p8EMREai2IT3EQzSwMJPxIwIOeFHdABoUUi7vrFZ3xDDNfhcpDsfmsznFUeH74exzefr9AfYC7aPeBYiCGGa5rTPMN41pTQbeYb4WNsIZTWVd7LCZzjvhzMR6UiEFeeLlHag6eKvbdahVYyw2YDQQ65R5+OG3aEbgBRC4nFd0BnA27gWkoPEJXjbcNYQy9Wa9xxyygsUSomg9f450VOd90FucJzsgHHw7xjM+tJqNVyK84LOSp2yghiuNfM5+gBR+0IQykf9kCSopHGCa2FVifg8FQwE9YgCl7qfQlWR3AJB79VTfzoaNc5ohA3v9hauyQ0xVtvR0HCQgy2WozGKYn9eahAovGc0B9KfW9H8lVyBFB/nViWohsQjwdG577jc/RQ0iF1CRB9Q+Zc1x7BEGMr7ntHsQWZLRT22vK7lDzd+QitFbMtiT1yGrjqTkBWK+huxBiFNU3Per3HP/lZ6cHJJVqVCBkQIinFsNsneG73OPRzBVEEf2VV3MjyJrrR1481nGtrG5xYr0KQRikJMJf09QtHrsXZBebEl1eWt5XbU2JC8+9di7JCjsKOCyuM4exvNRWOWOpG2YnA4hJ6/E6AzkckQEq/tvpdc0gORYynCXRZU6ejCZKN4V1X7bcztL/JZ6eR3DGcPs16Llit1Rm3CcNhDLFf1MpgBnUEEJjqp0cs9Tt9I8Ukvy20utyuE4tcIBamlOVeirdfe+WO0w45OD0MkZPc4eWSd/fnR4SVwB4IRKTe1pPG5sNUa9DQfmS5CC0ffI8mFoaQ4ttWev/8VYRpXlKYg80+QgrimB23xOf+d7WbWdF/WGoMwGcePCFphQ856DH38x2ZLkY11fZjqIaZe5HZcI/YG8vqW1H2Izp2su2s8/+hjwms9QjPUB3SfSEEUMKJsmiEUGGS+9H3jOYgPcI6oQlOcfkaCVV5TKfZCiwPhu1eUusP370/Ml+GQ0PoQBfY3XYiIvi3W5ycalGSw+bIPjeexZBGd2Wj77UeDtdHdyl7DW1nxoYyemWGIhhBEMEmCddIa94HRvG9t+YEFJD6K2X5wVKhhOMKRthsHmC7uojOBjcdBhnAuH5kutkzyqBC02vwHQa0gKDcWyo6Qk3kVfeeXVmtwwO1Aj3AKLCN+z3AOqzYIDpCvnArVK2+ROScFlSXzbh15RYu/e4Tr3tNgBhyL+tButL6u4aRwdpB+UXwDV49G+O+Q6isQCsTuaCmKq8u2+FxA5iGq0iqo0l9Zr0VNkDrg9mF8Jbfd9KX1Gqb7CCkQ3OjHOcs4f6EVFB/dFK6cU1rAsWCtXgZq7GSgkqhG6Ku/s2vNKF4WQ1KG8B9nhIrIwk8owt6AKw6pfoVVpS0TfmIvJdXl1kl3JjnuYaNPXbQnvm0wEw1D6mjbjUFnB5ot6aE3jSXC8P/VGNv44nQ5OTyxOONEqA7TPlTadwxnDW+zozdNMMSecPULokkQi91OuGWEtkA6i0uZUZanHnvjLZFcoFlB+4ZZtdsqLWWQ/s8sViCqYJkWTtw+xbesqbd2W1rxa4SCGyk+c1wPQxZx9Kg3OBOED19br5M6z7ZrI2w3IuV813A2Ak+c4+u6k6c5/6IZay/vXBgNwyvr7hK3k1Aitt+PzZZ+Y72+XQaeUgbd/9RixXtGvM8RhEKFNWJvNO99dWFtrWOaP6JdVFpIXl+T+e2p0jbcEFOjerOfLKF/PR2qV1oj86RyoRDVV/z5Me4Vpk523CuaTKH6rtHsL61WSx2SktgXliuRyMLtcD5ynbLqpoh+yyk+9AhX7j2jOThiWAcN1feNZrfXjExig8yXsHgQ9qHxvJjCZDlNKocead5zYDcVsMfPLFZKHYnyGJJF5vDxN3flVhSKHSQbglohYkx23xtdabuvtw2xfg9nu8+7dUSmKbPV1dymTZyrq/jfR/HOvstqNSLcr61beW6lItgw67VsJBMxZVb5A7GbGkxLKL6wVhiQG4NOqRM/7qmCBtPXZEG7uc3yTEOIPcB0cQ995MKjEB4ucjvulxMFgRZ7pzmIK0pf6n6KtQrUg+9slVqP4PDB5stRzeAQpMC3MoJlnOdQJag5EaLTSXs8rmAf4/kI86X2qLT2pdUa5md0rnw007RaXVPDaWpyPXty589zJf9NAxUIBRqx9th+Bw2VdwxnfUduf2hfWa97U5Rj4UPYgzixvxqG3BW/Rii4HnvjI9NFOD4oPvJBpRr3lBhk4jOLFa+JxrL6mS48FarXXAOgRdVlqje2QYxe1hzbnmYsyGioZkgoO6jzYmGScLvJoo8vng7Vf1FzDAy1t10OkZ2LMPHMDFvuflpq+TMN3vjGZv0belMRysx0OVBYVSr2WmMRCrnbt7lPP+WOH+c/i3BJDxLd51Ppb7qw3fSyJ0J14Or1XmelljfWRths7G00F2IyxHJ1dnk+81hDkKPio7uHqP0ZYYLDwmV7U386BUdoIQgS0TzgkM3e55t8+4WBkApy/75ooOw1nYlS+6rfVG5slZjUKoW1CTd3rbtzZon7yVH226RWPc36mSyEc94yUHNNDxR7rX4iI7ncXPFnkYed0gKgaOhQPzZfKrXxhtu4mzv3+P+TUpItqBXiomOb051/YasmOe4xS3S3TfFGmCwp3wQbbb/9eIhOcknWJu9zUqueadg7TnarzwWp5Q2313X4SB9dYxPDfEZQENe3L7d2LVdWllaWI7pRqTLQbInUvppmpolubCcCoTC9LPdQkDouilSZFjC9OCccw/7Aa1LLm2AQk3eNZsPtCPgafstKjooPt67w+BUH9Kr2uIFmi6UOV5ntU4vl7Mb1MvdTmQ0fiUNbehj+MBBSbfQ6h+10152CUEtqL/XYas/fde87MtO+f/NCpLlEgBTZoGU467v58Y06WuSX6GIRCuVWFDC/1cfKldyMGVycOFOGh7EvePhD43lN/l3PWIcdRvGu0PqMsjy7FG/n9MDw/PjlHuKA+ueAf7Ejj6wwGRV/jushluC3iuJ/Y72eTbAOttfjDA2bblu2cK++WrZy6VwL/qdVb4ueQCm1r6YZU/yQB/dvpvnnVhQidUPmJ6PPm2DNqPgwJLJQkle0xqIVN7CvlZfiVwiqdvj9zQ81aI39wnJV6+bCG73/DMm7dzXGFnHQ3FuHvbMj8C8MoZZUyRazr63XsYeuzHI51NDn5yH8vHyZv831EMdU/266UxAHNXby5akwPXy9vKYyp6IA0UGNUHAnK3yy416pYopmTVN8GJsvsMHrz2ffNs/O5ubN4778kgsMRBeLSvKK1rhXtcfLMog80+XA3fwEbPtkqO4Yhx0Tbu5eePv4OIedkBu/nKj44nSsKqgqgV5jdxcjLVRvbMW1uBpj45XFV1T3zNBdfpdZWjPNeR+u1KVIC8QKnllhnpnhCKqw3DUjKCI/gVWke4Wp+JZvduRs10NYhRxuX8BVz8ywgNwYbBx7Z0cFgz9vZwSjMAs7ZFF8NHBROqWybtPQ2j59OFmsU6egft17/zmyg7qK6Eln0vtqmjHFvxhlMe7mLvgTNSGxOHOx2wn0x+cjzNwzw+AH+PZIsCZz9SrP37DkrwhTfJ7pcvBmqp/EpZCRX8P0fbIjg3JjHVJ9l7qdZLuArfc6eysjOCgvFhI8rU4tXe5+yinNPzjvXkppNg6juRQf9qnFCtTthbePNXDAQF6K75jmj8Cqo+YoeU+bNU24Ld7lQx73JgujcEi4unAN2lhmWR6WpJbmSJVsSRtus76T9nikrpeiLBp0I9fPj+vdmzt7lisX9xCor7jYiGGltvxMY4pvkeSBz2vv/AHdh1js8L2Efzd6/bnS41dIKuTgJ5/z828fZV+BcMy/dXSz91/QBaQIEx33YOFYh50otsbz9wW3jv7kfR5rEWmy8tOd90Nht/icR3l8UHM5wIaP0ONiIYpBs7Bq7Z0zkjgLMrf+zpktPhewnQW3j0mGbiY57lnrieXnz0WY4LCboPhfWa/rrD0ewg01FHnuWcyfz33+ORx+KlQPHu5vslBqg40ynHv4g3g2QITqJzlfiG9ySVZ+ZTF2iAgpq/wBqqXO/Zuq9ttWefyGhCCvoiirPB+r0CVfibbGV2a5HkTaga2ht0YngbzhflEanImkIbs8n90ZwrewHcgZrhe+gu4BxYqryx6IHkN9vygVrQC+1brngEMqra5AYfZFWRQfBid31ByN4COv7vyoggIuP59PTxtCTQ1nYsK99JLxjln8UxN0JkvtQhaTKD77t7SmAtUesq7mvD+lJBtXAf5nj65E7I8C8AbK41v4jNqYVJIFny92O45/LRM90WBFX8lHw/lHdGlgJ0N04Wq4FDmEQChIKslEv47+G5cAm62o4S9xpehXmc2o+DBU7EHmSxs4mi8XxUfI8L7RXAT46H+kDq7ZbbffZc179iyfRfCOz0vcTkiVqav4koVY0rqKD0MI86Lm6P6mi1izfwZoNt7e/N2tzZu51FT8+z/96WgYTcif6io+DHqBNo+wBZ/RDCAW0BFUTQgN9AX9Cv+VUD3U4yphNVoFliPwhGosuH30QWVRUVUp5Km0uhzVHd9dJGoVyF6rhTVoD2haaB7RBcksProea4evB+bG4pTRhFAGgSeWz7t1xDcnEg0DC1EA2zwQeB3LESAjmMIWsJz9hrkJig8XvW04E3qkE2HDFRc/2x484Pbu5b74Yus5/jbAEMtVUhtslEHBz4QbsQAcZ4Gw+lSoLrSArX3iqM5Up31YPsf1MIpB6/kCmaH4zBQf8alp4m10zIklGXDjbv9/8JUnjuogmcB1xNVEVIvriALw8KEgdfSpcCba6cEgdRTzyAzDF2VU/O/tNiN8QfwR9iAeW+O5f58bN467eLGhig+5R/W+dk0z1h5u7200V2oXsphE8SHBiCpQVyMLElHr4NV9Af8uun0ckfuZu0ZlNZVRBUkIMupRfKTFaC8HgtTRZ2/3vYRuAwtxsUTddv7hII1ZLgcR6cPVaFNL3U9hIa7ambvG2MWNVF9stnkVv5eBWmftCei3eB8+C7koPlIhXDDoUYtNW2ajY2fvGtddiJjxRooPtAYNA2ufqfi4HpejLKPyExFDoU1KYky5GnuEt859R95xzwQtJzGRGzECQWhNSRG+2E23KXFQXcWHECPThB5t872If6H4LHJc7n7aNT0IxaA4qM0oAFnf638FOQGSX0jw/oBrTPEROcLPyz1OG8W7QoyskjyxHQS2KzxOL3U/iVjeLsUbZU6E6GA5U/zi6nJcLKxC44nIT8Dyf6KtsBy5MxZCH9FaPDPDJtzchQAK30U6jOUnQnVwPE1QfBi61eeu/3h07XBu0KAG2Ycfci+8cGBmHzj5C9kUHzbGYQdcgRrIUm8481iIFlv1RMVHPgTvoVuNKUxOK81BAf+c6ClOe5ni51cVs8EZZAxwOxuOe6LiHwnSFO2uLL4oHdeU7y1qaw3jXdVjb+Aq4/qySi77OD4MjR2K39dkIS4WtsalpHBTp3ITJnB5fD79bJyd+du2urqo5Hpxzs9rqL5nNEdqF7IYU3xUb/gBWQhO/1qsHTt9yL1NsheEAg0BsXlcURrijHoUH10C3IjmcDc/AZo+xp5Xld1+/6A8RD+hOAO7YI+9vJnqfzRYCwshKZAXFGvecXxmvQxmvKw1FvkitvxMml/x0eZRv59TVxlg2nJ3ax9XfEQxuLoQkdTSbKgS1tav+Dhm+1Rf1ANkXqIbO7WuGUF1y8vJWC48xW4HFxvbUEPbQCg0evTL11S66U6R2mBDjCm+V/Zd1LyYwhRIakjefQgKVsFpqKCIcfAZtRlpE6L7fQFXUR7qczhYY2/AFcskD3wFjYQpPqoa5Bjld/r9DUXLKM/DZ+gX+gaElugkmKCcvWuE5Uzx72TdxWeYU1qAVfIdfHAWzaX5O8oS24fhGNCiZjjvTyjJQGLBjgdahjJNU3w2P3iP/QkuLOzZFhrKXb/OffCByVb+J44fGs+T2lqTbbLT3qDcWJwF+ki25ImKD6ch2Mwoy4XQR+QnokBdxcc1kpSU2BMV/2SoLpZklj3wzY7EpWSGINQg3hlX0DbFixWzS/FBMRkVf6jVGqT1Q61W47D52yGzZ/P3wBuCQMDZ2nJvvCHJBiCUr/OvzZnQjPf/JIp/rzAVko16yJav9vwd8QeWB+REQ5eRdD6u+OhZUcklij/x5m7LJE/0EMXVZZB1v5woLGRtpLCqBP9KXP17uMHpML0qYQ3yV7Y7/XhnFGtGxUdq9bLmWASODZwDIhfFR0yELvoz+Q/pSOxxxbdP8cWRGCW4Itj8LdwAa+tX/G0+F3GxIYKIxTZ6n8suL0AvvcHrT0kBOdlw0VPk3rz0A/fRR42wXr245577+OQ3/KhO4+eQMMVHZlpUVZpSkoWIb+6tw2wVqj40ZaLjf/f3YEeC+VARVfxipMXFSHNmO3wvMcVH+AOnoRgUH60irSwX4qV33wnbhwb9G23jmRUuujr/Kb5LeqBk48zYwAJyLMn20d+Mu7kzu4J/Fy47niYrPhvVQZ28EGmOLTwbLy/um2+4kyeTijPfMZyFFiXLxOJJjnsRf0x23KN6YysCPXgbe5AMqaF7w7/+ubygY+1Y0WiPmUiejodoj3PYqXXPgS/wLMVHrhYqUvw9/lcQukKVkCjgGqEV4MIhjEWZMfbbJ/KHse23MAPUdmwT+QGSucSSTHxRFsWHh9nzotfeOSOMjkY4ws2dy4f5DaGykjt1itPXF//LP7wo8xPzZR3UVWTPriTGFF8yji8xjVh7LL8aYwPno3og1GCK/5PPeSxHsAI3wl0Qd4niI/5AgIgPUPN8/u5ILT6zeQEIU9bf4efaY2uotHA1GgUqcFxROoRosduJ2ELeJ82o+B+bLYHb59862sCXqMhlVAf5HVrXpxbLpQ5Ofva44iNUhwuYxDdkHJ+1Q+S/mWV5+C7aA8LVU6G6kgJyMpHij39dZxLfPBpoQUHcDz8gzF/vehIXuwnzxJniI6eBgiCOVq0zfvVExd8lylgj8hPQEuoul1J8+BC1H9qNmo3EtqKmCmE+1Ec/jo9r6ld8h1Q/lEETklqOxBnXAhKvcmPLpShLlGmC4n/N37md8IrWOJ/sSGzhGfj7c//7H7drF5SoUlC1w/dvOBm63+TZmXNvHUHPl12ej1gbVQvCAVnZLrpPztbiBNE7ogDW6t53xOXQvMfLUEEVAsv8CgH/OKZnKj562VsZwfy3KosR7iEmXXDrKCQemRnCeXY7F9vHXlZ4/AqBKKkux37xr0iz+Fm/sig+PCx6dcSo+9H+3OTJ3PDhfEUtKmqoZWVxhYWSfwVl/F0cuJ0fGW6mH/E8TfHZdAAIOpzG7twyxYemw0W4WLhq+IDlEsVnVwr+xIVAZU4pzcZCSDxqJuo//IlV2BqKrbtzBu0LDUQgFORWFLIhUOyuuRT/G5v1r4qmJBgn3MYRYsvPRC6Kj+4OVwuJRjMmZfXb44oP5+ZXFbPPvwRew9r6FZ+NpCMack0PZoa8GxdMUkBOhiwYvePYmzux9waRl8fPGVdR4UpL3TNC0STQzHDhf3hsy/WY1J3buvZExYfBM6hSqNzHQrRMEm4jkN8geoEw/Ix2YhDvwh6fi68v9zgNQUHijMoNHwbkxtQIaxD+1K/4e/2voF0J+MGiO3/eNQ55cB+Hh+uFa4ry2J1hvCtLohur+PDMB8bzUCGnOu1jLqwPyP3QodyOHZKbjcj0+4tm9Pc3Wfh9k+rzhJu7r8XYBuREB+fdC8q955cTfTRYs26BXwKuQdCxNjA3FueOVAApl1NaQAi/JOafKCtkAIbxLtgOm515OzOk7tcltsTtBLo0thf3zFAElViIgNQ2xSsoL5Zt3zc7ks2/QtrBDglf+fOuCVaxO5CNNbgX1a8r/6b7MdgOd/cuPxzfpQs/zxIfmmZr1pQXPmDzDvuYzG+Wn5H/FWEKfx4K0pBaDv/YpXgz5yCdcssMxb9TnX7GKgR8Qbm83xCyWCZ5SmZnsnmZvJ/zYp3TAyU34WFoGtgOv0rkajbrAXGPf04UFvpmRyFvC8iNhvMlX2myIe/sacA/QgrNAZ03q67PRC6Kj1gDx9FNd0qL/cj2ccXH1YVSoBLDHSz2qV/xkbihieMiseFUJNdoYGxCoVwNwSN8ZZTw5MdISZOWxo+NjhvHxcdDkpDEIG3H13voTRO9Dkx640+zo8FaRdVlkGmp5bCE4oy00lx2Y7CuIRTVvn8TSSubmYNKD/Vhig8/YyE+uGWGsDgRcT2imMSSTMQ7qOi4LvjA4vfLUZb4LBlBlhiaDVIxRPQIUbGpe0Wpv4cbQvsmOu4xjr+FEBWdDbQPPYpfTtQ0p31SX6/HBpoteUFj1Eemi3C5xW6sh8WLud9+E39+yI0UX4RRHTVG9zGe32JBTJsweGOo1Rr2ePBl7qf5gYWCAu6XX7i33uLOnePVPyKiKZaczAkECBo+40Vf5W2DmfRzfSkbYbPhDdGjdSY57kV7FNfUBiAXxUekNsXpZxxNc/1Cuh6D1pdUlyEpxn6RLOMzokUsvx57gyViqIWQJKxlio8IFGVgWIIgFB+gMvNuHZnsuDelJFu0pFxUoPx+URqW191Xs9vnlivhpa+s1yF65R1XP0h4ly/nfxxUWiqJQPFFyQNUGz7sMEo0nlu3/5MYtP5xuWemar8Nq/BF/GXfZYoPLV5758zEm7vZ4CYzFdE4A3IFSDk+4wPSXiwf48CPb7LR6scNhbEWm8J3JWNN/JAof1S7+A5AtEpSvn6DQ1ADIRnQa4tED+axZ1BSws8KfxRUpJupftgI/Iyoih6cKTHR9GL+oe249EVVfAbG+6uqijtxgp/s9JTHYTYQbM0tI0T0aB2+eo9U7HdztqQNs17LaiOSzgbFMXWQi+KDuKL090TPfJD3w6cQm3tmhtU1dudkhvMvxgm3PDLDUGn2BV5F8nUh0hzaARGXKm+a6Kbmsh9fEc0j9MFX+G9lhpgm3K77q7nmNfhkiOUqhI2dtScgYRc3lfqxteXU1PjfszwKRB8REIIsbGpoy75yT2ocX6EMPvnAeN4LIrf8E20tePQBFY1FWFuLZF/Uf/BvExtssVyZn1iHOvaNzfrexvwvmV/XnbzuzhkEeWJPSbh4kRsyhHNw4KfiyIB/TjR210H0ZmaICS5rS9ZwhTKcOEL7AWaLO2qMgs10OcBuuTcKeSk+wmqNWHt0REioB5guVtqL9DQbarWavTNvf+D1Bt5k56c0PGVqc3JJ9sLbx7A1tIreRnNbTIzm3jqSXJIVWZDEfnWlIIbK9pnFSvYU374mC9DZQ6/FnpINpIPIEdG5whDsN+MzANqQIa6EV9GPwr1vGaghrkImLXZQXSoqOEtLrnt37to1qedBNZbs8vytvhdRt6H73XWnDLNa06i7Vu3DcMro8F4TvfERaf3lKCv2247GIi/FZ7CfYsH6mMxv8lSHdmaioYbFIreoHArSEHuqOTgWrNVB9LZFtI2v2uwb/WU0nPWHovu0sGFW69hkuObFIM6F5dSwD03mKVWwj05O9JYL/u2+6O/FHqmH+Hj+h+LNQWR+AnsUFayH/rRvlWaQB1UaGRXrYmHIXBs1cC+FfBUfmCd6sB+/IBf+3HKlMus+zh3hiej2Ov/LqfORZs3+Wj6ntAA1lwPI+Nhz4QdbLP/ObpMy+Bzn+LX1un6mC1kk+KnFin0B1yrk9pZzRLV7/K/AvbiUyGLfNZo1yHzpCNsN7TKXRZeGlLS/6cLOOuK3aS53Py36HXXzZE4Np6S6HEHkCJsNyLHgedTwgWZL+Ilq7dPtvFwMMF2E7g1uf0Fz1GTHvZZJDbsd9XTkrviCWmFUQRI6ZBx0R83Rb+hNGd7IqYTtw7613cT/lkf02rwvrFb550TXyPKiuKdTVFXqmOaP6oImgYaBNBA9bjuOQ9HaEXj20JvGYs9XtMahK5Xfm80lCGuFcUXplkmeovtVKrDO2uO76075tB0N8Q+32fC+0WzEauhH4dsXNUcvdT/lkx3JpkK0FmmluRZJHuiEcEhweyft8eiEoIzt4yVZqM9Qyz7G81/TmcTkoqPmqHm3jtzKCC6o/O8FYU1G7oovQT/OmSVlHTRUES/grHBu7bJzrms4wZG2m9hNWpz7azoT9vr/WyF6Ipi8QTjQy0BN8pbdtwzUvrFZ1z5ufOEUoKojbDciskaIzVcqdRUI09o7Z5o2uCkjN1J8oPuioR7+jaw4mN7Gc7+xXg9vo+vl63lbSLP447T7CbqJIPozixXspb4wBGr/05+OnEZ8tgpDYnEGAnzR0DbvdlgvgxlfWa+FtqB6sNOROkcFNLHbRfUZQb3o+ef8uSBc6643dZrzvvyGPGaxwbSc4oP4ovTd/v8MtliGK4Tzeddw9iCzpe3y5ju7hIPNl/c2mstazvtGczZ5n4sq4J+R0mKgazGMd9nqc6GvyQLIEA4DUQOOpJ/JQsTFbS4UhVfRmD8xX9bHZD6CetbOEVnPcN5/LERblsFN2UFKEZAbcyhIY47r4W56/EsLcGzojaBBONoBZouhREyGpE6q1Y15FakJjhN1g6VKsI4ao1BJtvic17nvyGY/Kyb3i1IPBF5f7HYSrmaVHIbg8kPjeYgscQrf2Sqo2yF9X1iuQmP8wHge4hWJ21HDN3qduxBp9kD0QLDmpUUVn5FSkn052pLNVEG8jxqGXHiIVYtOK5Sf4SwQd/TUn45kUzTa+GMn7XFnwo3iitIa/ru45kVYK0woznBNDxpusx7xGqtYyNMRk8LzqHMKPsFc1DY29jWe30V7IqoN8yra9ntGc67H2EXkJxSJHgkpPtvWpqS6PKogyS8napHbcckNXnQAL2nxDu+iMwGqKpKhVru/gv2i74FLB5oteUNvCo4KXmWpEgyKg/5JL84p7EFcelnuE6ZdKh64+uU1lbGFKf450bv8LqNWS6J+5LhoiTjHdwxnfmG58js7ZF2tVtuxa3Sugy2WI2fCIUH6JO0RStjPdOHfUZZwe3JJtvzGzVpB8RmQIeOEW59brpJcHrRkdMvIa4bbbIAGtZUOAMeJzB2JMIK4j82XsqE3nFFX3Un9TRf9Hm7YvLdnZQRR/7/RNggioDus02X2grpqb+O5X1qt/sp6HTqGlh+OwI743bH01mbD19brh1mvRTrIXqDKDGLUy0DtI7PFG73+5H9DV1XFubnxUwClDAuxSjFAT7/U7RS0tbfRnNd0JrHJVBJ7WWvMu4azEF8Ps17ztfU6xAqo/BAFVv8fMfiHNzhKym8i1z30nsREms6Pz2Cb2DKcOdRqdT/TBd35SatiNRQZ3xW9ZaCGuoqSpglurRWXNC/Z5fk7fC8hyUb43E13ipTb0Q300lcbZLYMXS8q/Nc2fJ3n3S6p9nXtoecb7Xabddg4djHAbNGbetMkferDYxgD3YfK44pfbOAD/pqDVlN8CT7ZESdDddVc9osEiK+LaNg99WdAkj4yXYTKyrvyUXe3urErPcJ2w8d8S57L35LVFA96ouuecHP3iVDdWxnBihwf5VcW68c5Hw/R2ez9F/RIFGuIhQBdL3JMnBQuAbqBPsbzIUmowZCh5uoGHjYPfjxhiOUqBJXYEXb3ntHsN/WnQwfZkbCDectg5oLbx44Ga12KtHjkJye+vtw77/CPcNmxgzt69D+7dk3ymjDFoVJQ5ZQW8Ee44fEQ7d3+l8c57ORVQBMqUFd/+crfRXtCD/1p8D+SGPhEZHPhn/oNZVhhfAtuRNf4uu7kV7TGSgY6mMGfnbUnIDpZ73UWLkXT07xnn1KarThJUvMCt3tnRzC3/xJwdYbzfvgHii/lFtEv9ca/oTf17Ufd/kzPS9zOPI+62l1vCoJ3+Lnu9vEv9G2w+bLl7qcPBWmcCNG5GmMrj6nDz6T1FR+gtiEXTi7J8smOHOew66WHmQ4aA5ToJc0xuBgIkaD+rRv7Y+/okPuZLHhNZyKOqm69wWes9cwKR0ZWVFUqPjGFB55nD1BMKsmKLki+EGGObkwyciIx/MsuhNi0xqBOd9OdjPqN/uBjs6WfW6wYarkagSQ6Boj4t7ab4KivrdciwPnCchVCrf4mC98znA2N66IzAWmQZFOIdBD71G1+HdRVsf23DWbu8LsUmBubVJKZXpb75Pux7u78q0t69OA2bVJAia8HgejlYmmlOTi7xOJMj8zQQ0Hq8Nur2rxzpBzSZHteYxSq5ata49Gjr/H8wzjBFRKDPaaUZOdVFCry0LycYM9QySjLQ22H26E2v4UZjHXYCY0WuX10B41mcbsq3I5GhFhw0e3j12PtYviXMmVC33LKCypqqlq3c1UIxZcCFyYgN3qWy0HkRIPMl/JJ2aMNAHLzruFs6AjUBLmqKDVbC4n5byxCYk/KyJg9XPVIeTZRAV0LtoktI/z83GIlenL2UzeJ4Xi66k6C0mG/yE5ui57U1s6AHp2PMB1lvw0i/qX1Wri6v+lCRI5wBdRfdEWa0Dz4b6FJIBPqoTftA+O5yB7gajgcV2SP/xUkfI0YwfT25j75hIuL4/r35x9/VtEKs3TkB7Qp9EGcaaLbXxGmB4Kub/T6c57rkTH220fabBx5bORI9Tmo7TBU2unO+1d5/g7vQb80Y+3vZIU/8qZZojEgAELoY5XkeTHS/HCw5k/ef7FXE0MZmMOZQWemOu1DwL7T7+9ToXrXYuxc04MQmoi3osAoouLXpaCqxDHV/+8oy/MRZkeDNfkOWXeK1IgYjD2gBknZWwZqbxvOFNks5MUNMZRkX0HEChnqIorfpbbPHs8y2n77L4FXz0ea4XjsUrybZXpsW0FYW5temouwCI3heuyNS6JXo1yINIM3cGmgSueeYlgF44uJX3Vi8U+0lUn8LbeMkHuFKTJNVA0M5J+si4jJ35/r149/on1R889tUDiqq/k3oGlpif8liMag6IpfF8T+5TWVRVWl6AbyKooQy/wScBVhOAJGpFFSAxFNNjaCgaQM0f0uv8vshw/YI9Jw7L1NTF1QFsLC+Ac0Vlbyop+ZyXXrxm3dqjj3bOUFKT4hA21J8RtCcXVZcF6saYLbpSiLY8Fa230uLnU/hfyLPQRYYlMc9y5xO7nN9+KxEC0EniYJt4PyYgurlChmbw9ER/PjObkPU+mICG7gQH54p02N6TcaUnxCBtqb4hNKRHw8f+c28eGP2oRCLiCAe/99budOrrg5f6aoWJDiEzJAik+0L4qKuNde4/bskfGx7IoLKT4hA6T4RLsjMJD7+GPu9GmurAFvFmtzkOITMkCKT7Q7hEJe9P/3P354p6Td3ZshxSdkgBSfaKcUFnJvvskdONDehndI8QkZIMUn2i937nADBvBv2S5tM7+Cfjak+IQMkOIT7RehkAsK4l55hdu9u/2IPik+IQOk+ER758ED7q23uCNHeK1sB5DiEzJAik8oAT4+/Mz99nEjlxSfkAFSfEIJEAq58HDu1Ve5n39u87/IJcUnZIAUn1AaUlK43r2548f5R/G0XUjxCRkgxSeUhtpazsuLn72zbVsbHt4hxSdkgBSfUCaEQi42luvcmZ+n30YjfVJ8QgZI8QnlIyaGf7D+iRNtckyfFJ+QAVJ8QvlApO/lxfXpw23Z0vaGd0jxCRkgxSeUktpaLimJn71z9CivoW0IUnxCBkjxCSUmNJT76CPu2LG29JRNUnxCBkjxCSVGKOR/nPXuu9xPP7WZxzCQ4hMyQIpPKD3Z2fyzd379tW08ZZMUn5ABUnyC4Dh/f36e/pEjbSDSJ8UnZIAUnyBEwzsQ/R49+Nk7Cj6mT4pPyAApPkE8JDOT696dO3NGoYd3SPEJGSDFJ4g6sMcwHD+uuMM7pPiEDJDiE0QdhEIuOJh/DMO2bVxFhXihQkGKT8gAKT5BPMa9e9zbb3N//cXLq6JBik/IACk+QTxGbS3n4cH168cdPqxwwzuk+IQMkOITxJMQCrmICK5LF/7NWQr1lE1SfEIGSPEJ4umEhnIffMBduMBVVYmXtAo7dvCPgmD3FaQU38KCn1HauodHtB1I8Qni6SDSd3fnRf/gwdYc3vH15UaN4n8gBuoqvqkpN3gwp6PTNn4tTCgApPgEUS+1tfyN3M6duX37eLVtFXAMgYH8fYVdu/5TfCcn7o03uCtXSO6JhkOKTxANAFE2BPf8+VabsgnRd3Xl+vfn39710Uf8SM6333KHDvHLCaLBkOITRANAHO3uzk/Z3L+/1YZ3IO44hpEjuY4d+d8Gb9vWlh7yTCgGpPgE0WBSU7lOnfgpmy04kFJcXXa/KM07665Vkue/MTZnbX49O3vQ2W1jz4bonb1rdD7STC/OyTktIOxBXGZZnvg7BPEUSPEJojEgyh4wgP9xlmzDOzVCQWppjlfWXftUX5tkL9OE2ydDdefdOjLQbEk33clddCa8ojW2o+bo59RVnlP/sVH2vIbqS1pjXtUe31VnUk/9GSo3tm73vah5z8E6+Y5dirdTWkBkfmJJdXktDQcpJaT4BNEYEN17ePC3TA8caOygSm5FodY9hzWefyy4fWya075h1mv/pz/9Jc0x0Ggp1X5Jc/TrupN76c94z2h2X5MFH5kuGmC2mNlA3pZITLIcZfqbLvrAeN7bhjN76E3rrD3hsc2qdNQchZ4AxcY47JjjeniZ+6kTITqBuTHi4yOUAFJ8gmg8ycm86J84Uc/wjqBWiFC6oKoEIfx3dpu76k6qG7B30FCFIrN4vJe+2mCLZcNt1n9ruxElf7D76ccbW5rFvrf7aaTtphG2G4ZZreljMv817YkvaIxi++1Q52DQ67xvNGdfwNX44oyiqtJKQTVlAO0VUnyCaBIuLtzAgfyjlcvLxUtECISCkAf3jRNu/Rqm/6nFipe0xjJVhdQibH9Tf3pPgxkI27+0WjPSduP3zarvDTHs7ju7TehdPjFf+q7hLCQZb+pN66Q1jh0keoI39KYudT+JXMQxzR/qLz4ror1Aik8QTQLRvZcXfyP34EEm+nkVhcdCtMY67PjAeN6LmmOYhnbVmdTfdOFg8+VDLVcjhEfQ/cONFpX4egxHgg4Avc7X1us+s1iJPuAdw1nomXDYSEG66U4ebrNhmfup6IJkdsZEO4AUnyBkIDHxQe+37l46Mf7mrpdEKg+txIduOpOHWK5CNK04+t5AwwGPsNmATutl8a1jvt9CUmIU75pWmlMlULyHiRKNgRSfIJpIUknWP9HWqgbLX/z3e8hiJ61xvQzUBpotGWm7sYXHauRhiP2HWa/tbTS3h9400R0IlZ4GM/YFXPXOjhCfP9EGIcUniKbwe7gBxP150XyYLjoTPrVY8Y3NOqiklG62dUPXNdJ201Cr1e8ZzhbF+7zuT3bcG1uYKnYE0aYgxSeIRlBcXWaX4v224SzIX0fN0V10Jg6xXPV924/oG2Ij7TZ9aDzvFdFt3s7aE/4IN0wuyaJZPW0LUnyCaCgxhSkrPX6D2EHyEOp+ZrGiHYzeNMpwvsP5Uf65IieoDLVaY5XkWS2sETuIUHhI8QmiQdzOCO5rsgBa/7LW2C/4u7ItPbFScYzpfk8DNXjjNZ1Jv4bqi31EKDyk+ATxDGpray0S3XvxAqfSU386xE5KAZXTfrix5RPzpej/oPubvf/KrSgU+4tQYEjxCeIZmCe6d9eb+ryG6ofG8xDaSwmfMhuC/SGWqzprT4Dub/e9VF6jSK+HJJ4EKT5B1EdoXlxv43kd1FX6GM+X9zDOZMe9BnEu4Q/ig/Pu6cc5S5ar3Niy1eeiVfIdyRLFMfjkW9uNosn7o0wTbou9RigqpPgE8VTKaipWe/7+nPqPvQzU5D3zEjFyUVVphaAqqiApIj+hsKp0p9/fbNVEx935lcV5lYWSwopmQ63WvKw5pqvupJSSbLHvCIWEFJ8gnsq9wtQeelNf0hzTAmP3QXmxAqHQLNFtruvhWS4H9/j/M9PlwBSnn89FmBrEu6AnKKup1L5/E/ZnhInkW3v9r1yPtVOPvbHZ+y+2ZJHb8asxNpu8z/3kcx7L/4owxUYk5eVk6A4/MJ6LrvFA4HWx7wiFhBSfIJ7KxUhzqNiHxvOkBE4eFlecLqytNUm4pWq/TbJwwe1j8cXp4qN5yP2iNLbWKytCMhm+WlhzJdoGC/f4X0GukFSchf4Dy2tra13TgyY77mVfkZ99abWmo8YodI3F1fRmLsWFFJ8gnspWn4tQ/C8sVkqpmzzs1zD90poKCHReRZFtstd230tYOMp+m5rL/qXuJwurSvMri+e4HoJhicqNrQjeofIxhcm7/C7jc1b5g5LqcqQFTPEFQoFVkuduv38SizOqBNXbfC/W3Zc87Du7TUiGBpotiSpIEruPUDxI8Qniqez1/xeKP8RytZS6ycMg7gcCr/vlRCHS53W/sujsXWO2aqLj7oKqkrrj+BNu7nZM80exk6G6bIl18h3E+8dDdJjip5XlTHLcg+XXY+1wIv9EW7Ni8rPv7TZD8fuaLAjKjWXeIxQQUnyCeCrqMXZQ/P6mC6XUTa6m5nLAMyscal4lrGFLHlf8KU4/e2SG4Qh3+V9mSzTv2ePfC5HmTPElIz9/R1tiOXSf/Ss/+9p6XUfN0Z9arEBWwfuOUEhI8QniqUQXJr+uO7mL9oQWeETaJu9zks9bfS6U1VRUCR5RfOi4pMA4h518UF9be+Vh8C5KDoQbvM7WVfyxDjvReQhqhcdCtFgxOdkPdj/1N130nLrKHNfD9NAFRYYUnyCeSkl1+WK3kwjz+5oskNK4ZreogiT/3Oibaf72qb6xhSnC2lrbFG+2avzNXVBwCLp7ZujNND/LJE8sPBWqWymozqsockoLgKxDZ8MexKnab2WKX1xd5pDq65sdWSMUxBSmzHU9zDYlJxtus6GrziQ4yi0zVOw7QiEhxSeI+nDLCOlpMKOj5ujBFsvl+gssuxSfnIqC3IrCvIrCnPICyySPMfbbJWuPBmtmlOVhFQognMeSUfbbDeNd2FdggbkxKzxOYzlTfAg9KxxXlLbG8w/JduRh39lugos6qKts9D4n9hqhqJDiE0R9CISCcxGmz2uodtIaN9h8mZTYNa9Ncfp5psuBWa4Hpzr9rHpja91VKje2Yi1WqbkcGOewU7IcJWe6HMS3xj5cyBQ/oThjlgtfGPmBpLA8bLjNesg9ovvR9tvR/Yi9RigqpPgE8QwqBdV/hBtC9DtqjOprskDBX2QodedWrjbCdkM33cmQ+0/Ml0fmJ9bSs/IVHlJ8gng2VYKa8xFm3XWnQN16Gah9bb1O3s/YabJt8TkfXZB8J/uu1PJmNJz7SNtNn5gvfUFD9UXN0d/bbc6rKBJ7ilBsSPEJokHUCAU2yXe+td0I0X9Fa2xfk/kjFPKxyWMcdsxw3j/NeZ/U8ma0zyxWvKk/rYO6Sift8QeD1HPpOcltB1J8gmgotbW16WW5u/wui15vy+vdYIvlUmrYvg2dXC+DGS9ojEK3N8RqdWBebIWgigZz2hCk+ATROCBwkfmJEx1399CfBuHrrD1hgNniYVZr2vGj8yH0X1iu6mkwA13di5qjv7Ra80e4UVlNhdgjRNuBFJ8gmgL0ziU9cKff3521x0P3X9Ic86b+9A+M531lvVZKLtuufW+3eZD50ncMZ3XVmSRKa34cbrPhaoxtdnk+xfVtFFJ8gmgiUL1qYU1icebBIHWoITMoY1ediYMt5DuPU972jc36twzU0I09p67Czmusw86AnJjS6nJhLf9ITqKNQopPEM1AYVWpzv2bM5z3D7ZY/qLmaCb9XXQm9jGe/6nFiqFWq7+13SilqopjiOW/tl73ueXKj82WvKk3jR0/rJeBGtbu9b9yryi1RigQnyrRliHFJ4hmo0JQdb8ozTzR/VSo3jCrtR1EATL+Iljuqjupp/6M943mfGK+dITthlaf1P8D/+Kq1X1NFrxtOPMNvamdtMc/L7ofC+umO3m911nNe/a+2ZH5lcU0gNOeIMUnCLkgrBWmluZo33P4xHwZU9K69oLG6M46E3rpz/jYbOkIm5YI/7+3+2mI1aoPjOZB0F/WGisZrpHYK1pjd/heCn1wv6aWwvl2Cyk+QcgXSP+DyiIo6fkIs+Xup9Vc9qvab+1nulA0Si5W2w6iOTCvaI3rqiNOBfqbLhxotvhjsyWDzJeiz4ANNl8O+9SC2Qr2YTCMX84XQEmUH2i2ZIDZ4j4m81nw3ll7wstaY9h8SmbPa6hi1XCbDVOcfp5/6+ge/ytOaf5pZbk0bqMM1Kf4mZmZTk5O58+fP3r06N69ezeLwAf8i4VYhQLiogRBNACBUFBWU5FTURBdkOyZFW6e6H452urngH8nOe6FyktE+VFT6aABU4VSSwwKDqu7BAVEg0jSkTusu+6Ub203rbtz9s+7Jvpxzs7pgWEP4tJLc4ury+jJxsrGkxXfw8Nj//79axsAinl6eoq/RhCEDFQJq9PLciMLEn1yIu1SvC9FWuz0u7zI7fgkxz0jbDYONF3SS39GV93Jda273tQ+xvOHWa0Z67BzjuuhDXfO/hZmYJ7o5pkZHpYXl1icCVmv5WggnhAjrfhRUVEHDx4Uy3mDOXToUEREhHgTBEEQhELyn+LX1NTo6emJJbxJ4OtC0evzCYIgCAVErPglJSW//fabWLll4Ny5c9gU2yZBEAShUPCKn5mZuW/fPrFmyww2RXd0CYIgFJDnBAJBs0T3dblw4QI2K94DQRAEoRg8J+PY/dPAZsV7IAiCIBSD58QKLQdo9g5BEIRC0SDFP3PmjLi4CPwrXlEvR48eFX+BIAiCUAAapPixsbHi4iLwr3jFs/D39xd/hyAIgmhtnqz4u3btCg8PLy0tFZd6CigQGhq6c+dO8dce4/Tp0+KiBEEQRGvzBMWH3BcVNeLN9Pn5+du3bxd/+TEKCgrE5QiCIIhWhOP+D8JnE14c6laAAAAAAElFTkSuQmCC)

26. Воспроизведение звука. SoundPool.

SoundPool — это класс в Android, предназначенный для управления воспроизведением коротких аудиоэффектов. Он позволяет эффективно загружать и воспроизводить аудиофайлы, что особенно полезно для игр или приложений, где нужно воспроизводить звуки с низкой задержкой.

// Создание объекта SoundPool

soundPool = SoundPool.Builder().setMaxStreams(1).build()

// Загрузка звукового файла

soundId = soundPool.load(this, R.raw.sound\_effect, 1)

// Воспроизведение звука

soundPool.play(soundId, 1f, 1f, 0, 0, 1f)

27. Запись звука с помощью AudioRecorder и MediaRecorder

MediaRecorder используется для записи аудио и видео в Android-приложениях. В приведенном примере создается объект MediaRecorder, который настраивается для записи аудио с микрофона и сохраняет файл в формате 3GP с использованием кодека AMR-NB.

// Создание объекта MediaRecorder

val mediaRecorder = MediaRecorder()

// Настройка источника и формата записи

mediaRecorder.setAudioSource(MediaRecorder.AudioSource.MIC)

mediaRecorder.setOutputFormat(MediaRecorder.OutputFormat.THREE\_GPP)

mediaRecorder.setAudioEncoder(MediaRecorder.AudioEncoder.AMR\_NB)

mediaRecorder.setOutputFile(filePath)

// Начало записи

mediaRecorder.prepare()

mediaRecorder.start()

// Остановка записи

mediaRecorder.stop()

mediaRecorder.release()

28. Android NDK. Подготовка интерфейса на стороне Java для работы с нативным С кодом

Создание нативного метода в Java:

В Java создается метод с ключевым словом external, который будет вызываться из C или C++ кода.

Этот метод будет использоваться для связи с нативной библиотекой.

Загрузка нативной библиотеки:

В Java с помощью System.loadLibrary() загружается библиотека, содержащая нативный код, написанный на C или C++.

Реализация нативного метода на C/C++:

В C/C++ файле реализуется метод, который будет выполняться при вызове из Java.

Для связи между Java и C используется JNI (Java Native Interface).

public class MainActivity extends AppCompatActivity {

// Загрузка нативной библиотеки

static {

System.loadLibrary("native-lib");

}

// Нативный метод, который будет реализован на стороне C

public native String stringFromJNI();

@Override

protected void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.activity\_main);

// Вызов нативного метода

TextView textView = findViewById(R.id.sample\_text);

textView.setText(stringFromJNI());

}

}

cmake\_minimum\_required(VERSION 3.4.1)

# Укажите путь к исходным файлам

add\_library(native-lib

SHARED

src/main/cpp/native-lib.cpp)

find\_library(log-lib

log)

target\_link\_libraries(native-lib

${log-lib})

27. Android NDK.Передача и конвертация параметров. JNI ( java native interface)

// В Java передаем строку и число в нативный метод

String input = "Hello from Java";

int number = 42;

String result = stringFromJNI(input, number); // Вызов нативного метода с параметрами

extern "C" JNIEXPORT jstring JNICALL

Java\_com\_example\_myapplication\_MainActivity\_stringFromJNI(JNIEnv\* env, jobject /\* this \*/, jstring inputString, jint inputInt) {

// Конвертация jstring в std::string

const char\* str = env->GetStringUTFChars(inputString, 0);

std::string strInput(str);

// Конвертация jint в std::string

std::string result = strInput + " and the number is " + std::to\_string(inputInt);

// Освобождение памяти

env->ReleaseStringUTFChars(inputString, str);

// Возврат результата как jstring

return env->NewStringUTF(result.c\_str());

}

30. Android NDK. Android.mk Application.mk – файлы проекта

В проекте Android с использованием NDK, файлы Android.mk и Application.mk используются для конфигурации сборки нативного кода. Эти файлы описывают, как компилировать и связывать нативные библиотеки с приложением.

### **1. Android.mk:**

Файл Android.mk используется для указания параметров сборки для нативных библиотек. Он описывает, какие исходные файлы компилировать и как собрать библиотеку.

Пример Android.mk:

makefile

Копировать код

# Указываем имя библиотеки (будет создана как libnative-lib.so)

LOCAL\_PATH := $(call my-dir)

include $(CLEAR\_VARS)

# Имя нативной библиотеки

LOCAL\_MODULE := native-lib

# Источник исходного кода (файл .cpp)

LOCAL\_SRC\_FILES := native-lib.cpp

# Указываем, какие библиотеки необходимо использовать (например, для логирования)

LOCAL\_LDLIBS := -llog

include $(BUILD\_SHARED\_LIBRARY)

### Объяснение:

* LOCAL\_PATH указывает на текущую директорию, где находится Android.mk.
* LOCAL\_MODULE указывает имя библиотеки, которая будет собрана (в данном случае native-lib).
* LOCAL\_SRC\_FILES перечисляет исходные файлы (например, native-lib.cpp), которые будут скомпилированы.
* LOCAL\_LDLIBS добавляет библиотеки, которые требуются для компиляции (например, -llog для логирования).
* include $(BUILD\_SHARED\_LIBRARY) указывает, что необходимо собрать динамическую библиотеку (shared library).

### **2. Application.mk:**

Файл Application.mk используется для конфигурации глобальных параметров сборки проекта. В нем можно указать, какие архитектуры поддерживаются, какие флаги компилятора использовать, и другие глобальные настройки.

Пример Application.mk:

makefile

Копировать код

# Указываем архитектуры, для которых собирается приложение

APP\_ABI := armeabi-v7a arm64-v8a x86

# Указываем минимальный уровень SDK

APP\_PLATFORM := android-21

# Определение флагов компиляции

APP\_CPPFLAGS := -std=c++11

### Объяснение:

* APP\_ABI указывает, для каких архитектур процессоров нужно собрать приложение (например, armeabi-v7a, arm64-v8a, x86).
* APP\_PLATFORM указывает минимальный уровень API, с которым будет совместимо приложение.
* APP\_CPPFLAGS позволяет указать флаги компилятора, в данном случае для использования стандарта C++11.

### Как это работает:

1. Android.mk: Этот файл используется для указания всех исходных файлов, зависимостей и параметров сборки для нативной библиотеки. Он собирает код C/C++ в динамическую библиотеку.
2. Application.mk: Этот файл настраивает глобальные параметры проекта, такие как целевые архитектуры и минимальный уровень API, на которых будет работать приложение.

31. Android NDK. Компиляция С-кода и сборка Android проекта

### 1. **Добавление исходных файлов C/C++ в проект**

Создайте директорию jni в корневой папке вашего проекта (рядом с src и res), где будут находиться исходные файлы C/C++

### **2. Создание файла** Android.mk

Файл Android.mk используется для описания исходных файлов и параметров сборки для нативной библиотеки.

### 3. **Создание файла** Application.mk

Файл Application.mk задает глобальные параметры, такие как архитектуры и минимальный уровень SDK.

### 4. **Запуск сборки с использованием NDK**

1. Откройте терминал и перейдите в корневую директорию проекта.
2. Введите команду для компиляции с использованием ndk-build

В вашем проекте Android Studio, в файле build.gradle, укажите использование NDK, чтобы приложение могло использовать нативную библиотеку:

android {

defaultConfig {

externalNativeBuild {

ndkBuild {

path 'jni/Android.mk' // Путь к файлу Android.mk

}

}

}

externalNativeBuild {

ndkBuild {

path 'jni/Android.mk'

}

}

32. Датчики и сенсоры современных мобильных устройств [76]

// Инициализация датчика освещенности

SensorManager sensorManager = (SensorManager) getSystemService(SENSOR\_SERVICE);

Sensor lightSensor = sensorManager.getDefaultSensor(Sensor.TYPE\_LIGHT);

// Регистрация слушателя для датчика освещенности

sensorManager.registerListener(sensorEventListener, lightSensor, SensorManager.SENSOR\_DELAY\_UI);

// Обработчик событий сенсоров

SensorEventListener sensorEventListener = new SensorEventListener() {

@Override

public void onSensorChanged(SensorEvent event) {

if (event.sensor.getType() == Sensor.TYPE\_LIGHT) {

// Обработка данных датчика освещенности

float lightLevel = event.values[0];

// Использование данных о уровне освещенности

}

}

};

### 33. Классы Sensor & SensorManager **SensorManager**

SensorManager — это системный сервис, который управляет сенсорами устройства. Он позволяет получать доступ к доступным датчикам, а также регистрировать слушателей событий для этих сенсоров.

### Основные методы:

* **getSystemService(SENSOR\_SERVICE)** — получает экземпляр SensorManager.
* **getDefaultSensor(int sensorType)** — возвращает объект Sensor для заданного типа сенсора.
* **registerListener(SensorEventListener listener, Sensor sensor, int samplingPeriodUs)** — регистрирует слушателя для определенного сенсора.
* **unregisterListener(SensorEventListener listener)** — отменяет регистрацию слушателя.

### **Sensor**

Sensor — это объект, представляющий один сенсор устройства, такой как акселерометр, гироскоп, датчик освещенности и т.д.

### Основные методы:

* **getType()** — возвращает тип сенсора (например, Sensor.TYPE\_ACCELEROMETER).
* **getName()** — возвращает имя сенсора.
* **getVendor()** — возвращает производителя сенсора.

// Получаем экземпляр SensorManager

SensorManager sensorManager = (SensorManager) getSystemService(SENSOR\_SERVICE);

// Получаем доступ к акселерометру

Sensor accelerometer = sensorManager.getDefaultSensor(Sensor.TYPE\_ACCELEROMETER);

// Регистрация слушателя

sensorManager.registerListener(sensorEventListener, accelerometer, SensorManager.SENSOR\_DELAY\_UI);

// Обработчик событий сенсора

SensorEventListener sensorEventListener = new SensorEventListener() {

@Override

public void onSensorChanged(SensorEvent event) {

if (event.sensor.getType() == Sensor.TYPE\_ACCELEROMETER) {

// Получаем данные о движении устройства

float x = event.values[0];

}

}

};

34. Сенсоры. Обработка событий

В Android для обработки событий сенсоров используется интерфейс **SensorEventListener**, который позволяет отслеживать изменения значений сенсоров в реальном времени.

### Основные шаги для обработки событий сенсоров:

1. **Получение доступа к сенсору** через SensorManager.
2. **Регистрация слушателя** событий с помощью метода registerListener.
3. **Обработка событий** в методе onSensorChanged интерфейса SensorEventListener.
4. **Отмена регистрации слушателя** с помощью unregisterListener.

// Инициализация SensorManager

SensorManager sensorManager = (SensorManager) getSystemService(SENSOR\_SERVICE);

// Получение сенсора (например, акселерометра)

Sensor accelerometer = sensorManager.getDefaultSensor(Sensor.TYPE\_ACCELEROMETER);

// Создание слушателя для обработки событий сенсора

SensorEventListener sensorEventListener = new SensorEventListener() {

@Override

public void onSensorChanged(SensorEvent event) {

// Проверяем, что событие пришло от акселерометра

if (event.sensor.getType() == Sensor.TYPE\_ACCELEROMETER) {

// Обработка данных акселерометра

float x = event.values[0];

}

}

};

// Регистрация слушателя

sensorManager.registerListener(sensorEventListener, accelerometer, SensorManager.SENSOR\_DELAY\_UI);

// Отмена регистрации слушателя (например, в методе onPause)

sensorManager.unregisterListener(sensorEventListener);